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**Seznam videí na kanále YouTube**

**David Šetek - Hackni svou budoucnost**

<https://www.youtube.com/playlist?list=PLQ8x_VWW6AkuPXuUJ-lGH2aoL4vuoQg62>

**1. Python - Úvodní video o kurzu Python pro středně pokročilé**

**Video:** [**https://youtu.be/vtKETizdfX0**](https://youtu.be/vtKETizdfX0)

**2. Python - Pokročilý automat na kávu (opakování základů)**

**Video:** [**https://youtu.be/ZjQWInAsOyY**](https://youtu.be/ZjQWInAsOyY)

Zdrojová data ke zkopírování

MENU = {

"espresso": {

"ingredients": {

"water": 50,

"milk": 0,

"coffee": 18,

},

"cost": 40,

},

"latte": {

"ingredients": {

"water": 200,

"milk": 150,

"coffee": 24,

},

"cost": 50,

},

"cappuccino": {

"ingredients": {

"water": 250,

"milk": 100,

"coffee": 24,

},

"cost": 60,

}

}

resources = {

"water": 400,

"milk": 300,

"coffee": 150,

}

Výsledný kód

from source\_data import MENU

from source\_data import resources

# ===Základní nastavení===

espresso\_price = MENU["espresso"]["cost"]

latte\_price = MENU["latte"]["cost"]

cappuccino\_price = MENU["cappuccino"]["cost"]

# ===Funkce===

def report(data):

print(f"Voda: {data['water']}")

print(f"Mléko: {data['milk']}")

print(f"Káva: {data['coffee']}")

def coins():

print("Prosím vložte mince 1, 2, 5, 10, 20, 50")

kc1 = int(input("Kolik 1 Kč chcete vložit?: ")) \* 1

kc2 = int(input("Kolik 2 kč chcete vložit?: ")) \* 2

kc5 = int(input("Kolik 5 kč chcete vložit?: ")) \* 5

kc10 = int(input("Kolik 10 kč chcete vložit?: ")) \* 10

kc20 = int(input("Kolik 20 kč chcete vložit?: ")) \* 20

kc50 = int(input("Kolik 50 kč chcete vložit?: ")) \* 50

suma = kc1 + kc2 + kc5 + kc10 + kc20 + kc50

print(f"Celkem jste vložili: {suma} Kč")

return suma

def calculate\_change(user\_sum\_coins, price):

refund = user\_sum\_coins - price

if refund >= 0:

print("Nápoj se připravuje.")

if refund > 0:

print(f"Zde jsou peníze zpět: {refund} Kč")

else:

print(f"Nevhodili jste dostatek peněz. Ještě je zapotřebí vložit {price - user\_sum\_coins} Kč")

def fill\_in\_ingredience():

return resources

def consumption\_ingredience(name\_of\_drink, ingredience):

ingredience["water"] = ingredience["water"] - MENU[name\_of\_drink]["ingredients"]["water"]

ingredience["milk"] = ingredience["milk"] - MENU[name\_of\_drink]["ingredients"]["milk"]

ingredience["coffee"] = ingredience["coffee"] - MENU[name\_of\_drink]["ingredients"]["coffee"]

print(f"Zbylé ingredience: {ingredience}")

def calculate\_ingredients(drink\_name):

if drink\_name == "espresso":

consumption\_ingredience(drink\_name, rest\_of\_ingredience)

elif drink\_name == "latte":

consumption\_ingredience(drink\_name, rest\_of\_ingredience)

elif drink\_name == "cappuccino":

consumption\_ingredience(drink\_name, rest\_of\_ingredience)

def ingredience\_checker(in\_water, in\_milk, in\_coffee):

if in\_water < 0:

print("Nemáme dostatek ingrediencí na tento nápoj")

return False

elif in\_milk < 0:

print("Nemáme dostatek ingrediencí na tento nápoj")

return False

elif in\_coffee < 0:

print("Nemáme dostatek ingrediencí na tento nápoj")

return False

else:

print("Na váš nápoj máme dostatek ingrediencí.")

return True

# ===Kód automatu===

# Načítáme původní množství ingrediencí

rest\_of\_ingredience = fill\_in\_ingredience()

lets\_continue = True

while(lets\_continue):

# Volba uživatele - jaký chce nápoj

user\_choice = input("Co byste si dal/a? (espresso/latte/cappuccino): ")

# Vypočítá kolik zbývá ingrediencí

calculate\_ingredients(user\_choice)

# Kontrola, zda máme dostatek ingrediencí

if user\_choice != "report":

lets\_continue = ingredience\_checker(rest\_of\_ingredience["water"], rest\_of\_ingredience["milk"], rest\_of\_ingredience["coffee"])

# Má kód dále pokračovat?

if lets\_continue == False:

break

# Kontrolní report

if user\_choice == "report":

report(rest\_of\_ingredience)

# Hlavní kód automatu

if user\_choice == "espresso":

sum = coins()

print(f"Cena espressa je: {espresso\_price} Kč")

calculate\_change(sum, espresso\_price)

elif user\_choice == "latte":

sum = coins()

print(f"Cena espressa je: {latte\_price} Kč")

calculate\_change(sum, latte\_price)

elif user\_choice == "cappuccino":

sum = coins()

print(f"Cena espressa je: {cappuccino\_price} Kč")

calculate\_change(sum, cappuccino\_price)

**3. Python - Úvod do objektově orientovaného programování**

**Video:** [**https://youtu.be/211mnm\_gSws**](https://youtu.be/211mnm_gSws)

**4. Python - Tvorba první classy a objektů v OOP**

**Video:** [**https://youtu.be/jSAbp0OL7SU**](https://youtu.be/jSAbp0OL7SU)

class Robot:

pass

robot\_1 = Robot()

robot\_1.bateire = 24

robot\_1.delka\_rukou = 0.6

robot\_2 = Robot()

robot\_2.bateire = 48

robot\_2.delka\_rukou = 0.5

print(f"Výdrž baterie: {robot\_1.bateire}")

print(f"Délka rukou: {robot\_1.delka\_rukou}")

print(f"Výdrž baterie: {robot\_2.bateire}")

print(f"Délka rukou: {robot\_2.delka\_rukou}")

**5. Python - Používáme constructor u robota**

**Video:** [**https://youtu.be/jB758Dw-eN4**](https://youtu.be/jB758Dw-eN4)

class Robot:

# constructor

def \_\_init\_\_(self, baterie, delka\_rukou):

self.baterie = baterie

self.delka\_rukou = delka\_rukou

# Tvoříme objekty podle classy

robot\_1 = Robot(24, 0.6)

robot\_2 = Robot(48, 0.5)

robot\_3 = Robot(50, 0.6)

robot\_4 = Robot(38, 0.4)

print(robot\_1.baterie)

print(robot\_1.delka\_rukou)

print(robot\_2.baterie)

print(robot\_2.delka\_rukou)

print(robot\_3.baterie)

print(robot\_3.delka\_rukou)

print(robot\_4.baterie)

print(robot\_4.delka\_rukou)

**6. Python - Dny do opravy robota (defaultní hodnoty v OOP)**

**Video:** [**https://youtu.be/f-Fe9yAOL\_E**](https://youtu.be/f-Fe9yAOL_E)

class Robot:

# constructor

def \_\_init\_\_(self, baterie, delka\_rukou):

self.baterie = baterie

self.delka\_rukou = delka\_rukou

self.dny\_do\_opravy = 365

# Tvoříme objekty podle classy

robot\_1 = Robot(24, 0.6)

robot\_2 = Robot(48, 0.5)

robot\_3 = Robot(50, 0.6)

robot\_4 = Robot(38, 0.4)

print(robot\_1.baterie)

print(robot\_1.delka\_rukou)

print(robot\_1.dny\_do\_opravy)

print(robot\_2.baterie)

print(robot\_2.delka\_rukou)

print(robot\_2.dny\_do\_opravy)

print(robot\_3.baterie)

print(robot\_3.delka\_rukou)

print(robot\_3.dny\_do\_opravy)

print(robot\_4.baterie)

print(robot\_4.delka\_rukou)

print(robot\_4.dny\_do\_opravy)

**7. Python - Robot dělá krok vpřed a vzad (metody v OOP)**

**Video:** [**https://youtu.be/OadfGruLzUw**](https://youtu.be/OadfGruLzUw)

class Robot:

# constructor

def \_\_init\_\_(self, baterie, delka\_rukou):

self.baterie = baterie

self.delka\_rukou = delka\_rukou

self.ukony\_do\_kontroly = 1000

def krok\_vpred(self):

print("Robot udělal krok vpřed")

self.ukony\_do\_kontroly -= 1

def krok\_vzad(self):

print("Robot udělal krok vzad")

self.ukony\_do\_kontroly -= 1

# Tvoříme objekty podle classy

robot\_1 = Robot(24, 0.6)

robot\_2 = Robot(48, 0.5)

robot\_3 = Robot(50, 0.6)

robot\_4 = Robot(38, 0.4)

print(robot\_1.baterie)

print(robot\_1.delka\_rukou)

print(robot\_1.ukony\_do\_kontroly)

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

print(robot\_1.ukony\_do\_kontroly)

**Terminál:**
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**8. Python - Log robota pro servisáka (použití atributu v metodě)**

**Video:** [**https://youtu.be/SIkU-Ya7I2s**](https://youtu.be/SIkU-Ya7I2s)

Přidali jsme žluté části kódu

class Robot:

# constructor

def \_\_init\_\_(self, baterie, delka\_rukou):

self.baterie = baterie

self.delka\_rukou = delka\_rukou

self.ukony\_do\_kontroly = 1000

def krok\_vpred(self):

print("Robot udělal krok vpřed")

self.ukony\_do\_kontroly -= 1

print(f"Úkonů do kontroly: {self.ukony\_do\_kontroly}")

def krok\_vzad(self):

print("Robot udělal krok vzad")

self.ukony\_do\_kontroly -= 1

print(f"Ukonů do kontroly: {self.ukony\_do\_kontroly}")

# Tvoříme objekty podle classy

robot\_1 = Robot(24, 0.6)

robot\_2 = Robot(48, 0.5)

robot\_3 = Robot(50, 0.6)

robot\_4 = Robot(38, 0.4)

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

robot\_1.krok\_vpred()

robot\_1.krok\_vzad()

**9. Python - Tvoříme kvíz (1. část)**

**Video:** [**https://youtu.be/ghEfPv9kSC0**](https://youtu.be/ghEfPv9kSC0)

**Data ke zkopírování**

question\_data = [

{"text": "Operační systém Linux byl založen Linusem Torvaldem", "answer": "True"},

{"text": "HTML jazyk je také nazýván značkovacím jazykem", "answer": "True"},

{"text": "JavaScript patří mezi frontendové jazyky", "answer": "True"},

{"text": "CSS je programovací jazyk", "answer": "False"}

]

**question\_model.py**

class Question:

def \_\_init\_\_(self, question\_text, question\_answer):

self.text = question\_text

self.answer = question\_answer

# q\_1 = Question("Python vznikl v roce 1991", "True")

# q\_2 = Question("Operační systém Linux byl založen Linusem Torvaldem", "True")

**data.py**

question\_data = [

{"text": "Operační systém Linux byl založen Linusem Torvaldem", "answer": "True"},

{"text": "HTML jazyk je také nazýván značkovacím jazykem", "answer": "True"},

{"text": "JavaScript patří mezi frontendové jazyky", "answer": "True"},

{"text": "CSS je programovací jazyk", "answer": "False"}

]

**10. Python - Tvoříme kvíz (2. část)**

**Video:** [**https://youtu.be/zacm1fFgHfY**](https://youtu.be/zacm1fFgHfY)

from question\_model import Question

from data import question\_data

question\_list = []

for one\_question in question\_data:

question\_t = one\_question["text"]

question\_a = one\_question["answer"]

new\_question = Question(question\_t, question\_a)

question\_list.append(new\_question)

print(question\_list)

**11. Python - Tvoříme kvíz (3. část)**

**Video:** [**https://youtu.be/24uEJ1IcCYQ**](https://youtu.be/24uEJ1IcCYQ)

**quiz\_brain.py**

class QuizBrain:

def \_\_init\_\_(self, q\_list):

self.question\_number = 0

self.question\_li = q\_list

def next\_question(self):

current\_question = self.question\_li[self.question\_number]

self.question\_number += 1

input(f"Otázka č. {self.question\_number}: {current\_question.text} (True/False): ")

**main.py**

from question\_model import Question

from data import question\_data

from quiz\_brain import QuizBrain

question\_list = []

for one\_question in question\_data:

question\_t = one\_question["text"]

question\_a = one\_question["answer"]

new\_question = Question(question\_t, question\_a)

question\_list.append(new\_question)

# print(question\_list[0].text)

# print(question\_list[0].answer)

quiz = QuizBrain(question\_list)

**12. Python - Tvoříme kvíz (4. část)**

**Video:** [**https://youtu.be/onv0ElYnKM4**](https://youtu.be/onv0ElYnKM4)

**quiz\_brain.py**

def has\_questions(self):

if self.question\_number < len(self.question\_li):

return True

else:

return False

**main.py**

while quiz.has\_questions() == True:

quiz.next\_question()

**13. Python - Tvoříme kvíz (5. část)**

**Video:** [**https://youtu.be/s1mFVAWppK4**](https://youtu.be/s1mFVAWppK4)

**quiz\_brain.py**

def next\_question(self):

current\_question = self.question\_li[self.question\_number]

self.question\_number += 1

user\_answer = input(f"Otázka č. {self.question\_number}: {current\_question.text} (True/False): ")

self.check\_answer(user\_answer, current\_question.answer)

def check\_answer(self, u\_answer, correct\_answer):

if u\_answer.lower() == correct\_answer.lower():

print("Uhádli jste!")

else:

print("Špatná odpověď")

print(f"Správná odpověď je: {correct\_answer}.")

**14. Python - Tvoříme kvíz (6. část)**

**Video:** [**https://youtu.be/v-fic3\_bBRs**](https://youtu.be/v-fic3_bBRs)

**quiz\_brain.py**

def \_\_init\_\_(self, q\_list):

self.question\_number = 0

self.score = 0

self.question\_li = q\_list

**quiz\_brain.py**

def check\_answer(self, u\_answer, correct\_answer):

if u\_answer.lower() == correct\_answer.lower():

print("Uhádli jste!")

self.score += 1

else:

print("Špatná odpověď")

print(f"Správná odpověď je: {correct\_answer}.")

print(f"Vaše skóre je: {self.score} / {self.question\_number}")

**15. Python - Celý kód na GitHubu (jak kód stáhnout)**

**Video:** [**https://youtu.be/c2juIFs6BJE**](https://youtu.be/c2juIFs6BJE)

Kód ke stažení najdete zde:

<https://github.com/DavidSetek/python-quiz.git>

**16. Python - Vkládáme otázky z Open database a ukazujeme si výhody OOP**

**Video:** [**https://youtu.be/a8OgoVjB9Ag**](https://youtu.be/a8OgoVjB9Ag)

<https://opentdb.com/>

Data z Open database - vy si vygenerujte svoje

question\_data = [

{

"category": "Science: Computers",

"type": "boolean",

"difficulty": "medium",

"question": "The HTML5 standard was published in 2014.",

"correct\_answer": "True",

"incorrect\_answers": [

"False"

]

},

{

"category": "Science: Computers",

"type": "boolean",

"difficulty": "medium",

"question": "The very first recorded computer &quot;bug&quot; was a moth found inside a Harvard Mark II computer.",

"correct\_answer": "True",

"incorrect\_answers": [

"False"

]

},

{

"category": "Science: Computers",

"type": "boolean",

"difficulty": "easy",

"question": "The programming language &quot;Python&quot; is based off a modified version of &quot;JavaScript&quot;.",

"correct\_answer": "False",

"incorrect\_answers": [

"True"

]

}

]

main.py - změníme pouze tyto dva žluté názvy

for one\_question in question\_data:

question\_t = one\_question["question"]

question\_a = one\_question["correct\_answer"]

new\_question = Question(question\_t, question\_a)

question\_list.append(new\_question)

**17. Python - Jak na importy modulů a souborů (4 možnosti importu)**

**Video:** [**https://youtu.be/G2bKXkR8VFk**](https://youtu.be/G2bKXkR8VFk)

# 1. možnost - zdlouhavější zápis

import data

print(data.my\_data)

# 2. možnost - doporučovaná

from data import my\_data

print(my\_data)

# 3. možnost - moc se nepoužívá, matoucí

from data import \*

# 4. možnost - alias (jiný název)

import data as d

print(d.my\_data)

**18. Python - Grafické prostředí Turtle Graphics**

**Video:** [**https://youtu.be/exKPWi9cATE**](https://youtu.be/exKPWi9cATE)

Dokumentace k modulu **turtle**

<https://docs.python.org/3/library/turtle.html>

# Turtle graphics

from turtle import Turtle, Screen

tommy = Turtle()

my\_screen = Screen()

# print(f"šířka: {my\_screen.canvwidth}")

# print(f"výška: {my\_screen.canvheight}")

my\_screen.exitonclick()

**19. Python - Turtle Graphics - měníme tvar želvy, barvu a barvu pozadí**

**Video:** [**https://youtu.be/03\_-EycPUgM**](https://youtu.be/03_-EycPUgM)

Seznam barev:

<https://www.tcl.tk/man/tcl8.4/TkCmd/colors.html>

# Turtle graphics

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

tommy.color("green")

my\_screen = Screen()

my\_screen.exitonclick()

**20. Python - Turtle Graphics - rozhýbeme želvu (forward, backward, right, left)**

**Video:** [**https://youtu.be/fzw0\_I5cVnY**](https://youtu.be/fzw0_I5cVnY)

# Turtle graphics

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

tommy.forward(50)

tommy.right(90)

tommy.forward(50)

my\_screen = Screen()

my\_screen.exitonclick()

**21. Python - Nakreslete čtverec (procvičování)**

**Video:** [**https://youtu.be/XwLEQMSrVWs**](https://youtu.be/XwLEQMSrVWs)

Založení zcela od začátku + zadání úkolu

# Turtle graphics

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

# Vaším úkolem je, aby želva nakreslila čtverec. Zkuste nejdříve kód napsat klasicky v příkazech za sebou a poté použít cyklus.

my\_screen = Screen()

my\_screen.exitonclick()

**Řešení**

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

# Vaším úkolem je, aby želva nakreslila čtverec. Zkuste nejdříve kód napsat klasicky v příkazech za sebou a poté použít cyklus.

# 1. možnost

# tommy.forward(100)

# tommy.right(90)

# tommy.forward(100)

# tommy.right(90)

# tommy.forward(100)

# tommy.right(90)

# tommy.forward(100)

# tommy.right(90)

# 2. možnost

for \_ in range(0, 4):

tommy.forward(100)

tommy.right(90)

my\_screen = Screen()

my\_screen.exitonclick()

**22. Python - Nakreslete čárkovanou čáru (procvičování)**

**Video:** [**https://youtu.be/ZGjSNEGUpUA**](https://youtu.be/ZGjSNEGUpUA)

Dokumentace Turtle Graphics

<https://docs.python.org/3/library/turtle.html>

**Zadání**

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

# Vaším úkolem je, aby želva nakreslila čárkovanou čáru a v libovolné délce

my\_screen = Screen()

my\_screen.exitonclick()

**Řešení**

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

# Vaším úkolem je, aby želva nakreslila čárkovanou čáru a v libovolné délce

for \_ in range(10):

tommy.pendown()

tommy.forward(20)

tommy.penup()

tommy.forward(20)

my\_screen = Screen()

my\_screen.exitonclick()

**23. Python - Tvoříme obrazce vždy s jedním úhlem navíc (procvičování)**

**Video:** [**https://youtu.be/JGKHErHz6lo**](https://youtu.be/JGKHErHz6lo)

<https://www.tcl.tk/man/tcl8.4/TkCmd/colors.html>

**Řešení**

from turtle import Turtle, Screen

import random

tommy = Turtle()

tommy.shape("turtle")

tommy.pensize(2)

colors = ["azure2", "brown4", "chartreuse", "coral1", "cornsilk2", "DarkMagenta", "DarkSeaGreen3", "DeepSkyBlue4"]

moves = 3

while moves != 9:

random\_color = random.choice(colors)

tommy.pencolor(random\_color)

for \_ in range(moves):

tommy.forward(100)

tommy.right(360/moves)

moves += 1

# for \_ in range(3):

# tommy.forward(100)

# tommy.right(120) # 360 : 3

# for \_ in range(4):

# tommy.forward(100)

# tommy.right(90) # 360 : 4

# for \_ in range(5):

# tommy.forward(100)

# tommy.right(72) # 360 : 5

my\_screen = Screen()

my\_screen.exitonclick()

**24. Python - Náhodný pohyb (procvičování)**

**Video:** [**https://youtu.be/ZMYHyfL0xOo**](https://youtu.be/ZMYHyfL0xOo)

![](data:image/jpeg;base64,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)

from turtle import Turtle, Screen

import random

tommy = Turtle()

tommy.shape("turtle")

colors = ["azure2", "brown4", "chartreuse", "coral1", "cornsilk2", "DarkMagenta", "DarkSeaGreen3", "DeepSkyBlue4", "blue4"]

rotation = [0, 90, 180, 270]

speed = 1

for number in range(200):

# Náhodný výběr barvy

random\_color = random.choice(colors)

tommy.pencolor(random\_color)

# Tloušťka čáry se zvyšuje

if number <= 10:

tommy.pensize(number)

# Pohyb a náhodné otočení

tommy.forward(30)

tommy.right(random.choice(rotation))

# Zvyšujeme rychlost

tommy.speed(speed)

speed += 1

my\_screen = Screen()

my\_screen.exitonclick()

**25. Python - Datový typ Tuple, co to je a jak funguje**

**Video:** [**https://youtu.be/MBup-G5aPoY**](https://youtu.be/MBup-G5aPoY)

# String

# Integer

# Float

# Boolean

# List

# Dictionary

# Tuple

my\_tuple = (1, 5, 8)

print(my\_tuple[0])

print(my\_tuple[1])

print(my\_tuple[2])

# Vyhodí chybu

# my\_tuple[0] = 12

# Tuple změníme na list

tuple\_to\_list = list(my\_tuple)

print(tuple\_to\_list)

tuple\_to\_list[0] = 12

print(tuple\_to\_list)

**26. Python - Tuple v praxi, vylepšujeme random-walk náhodným generováním barvy**

**Video:** [**https://youtu.be/zNCuMGbpuQA**](https://youtu.be/zNCuMGbpuQA)

from turtle import Turtle, Screen

import random

import turtle

# Změna barevného módu

turtle.colormode(255)

tommy = Turtle()

tommy.shape("turtle")

def random\_color():

r = random.randint(0, 255)

g = random.randint(0, 255)

b = random.randint(0, 255)

random\_color = (r, g, b)

return random\_color

# colors = ["azure2", "brown4", "chartreuse", "coral1", "cornsilk2", "DarkMagenta", "DarkSeaGreen3", "DeepSkyBlue4", "blue4"]

rotation = [0, 90, 180, 270]

speed = 1

for number in range(200):

# Náhodný výběr barvy

tommy.pencolor(random\_color())

# Tloušťka čáry se zvyšuje

if number <= 10:

tommy.pensize(number)

# Pohyb a náhodné otočení

tommy.forward(30)

tommy.right(random.choice(rotation))

# Zvyšujeme rychlost

tommy.speed(speed)

speed += 1

my\_screen = Screen()

my\_screen.exitonclick()

**27. Python - Spirograf v pythonu (procvičování)**

**Video:** [**https://youtu.be/uLoW9jSBJgo**](https://youtu.be/uLoW9jSBJgo)

Začátek souboru

from turtle import Turtle, Screen

tommy = Turtle()

tommy.shape("turtle")

my\_screen = Screen()

my\_screen.exitonclick()

Tvorba spirografu

# Importy

from turtle import Turtle, Screen

import random

import turtle

# Změna barevného módu

turtle.colormode(255)

# Generování a základní nastavení objektu

tommy = Turtle()

tommy.shape("turtle")

tommy.speed(20)

# Funkce na generování barvy

def random\_color():

r = random.randint(0, 255)

g = random.randint(0, 255)

b = random.randint(0, 255)

color = (r, g, b)

return color

for number in range(36):

tommy.pencolor(random\_color())

tommy.circle(80)

tommy.left(10)

my\_screen = Screen()

my\_screen.exitonclick()

**28. Python - Vylepšujeme Spirograf**

**Video:** [**https://youtu.be/cHJQ3fj7tps**](https://youtu.be/cHJQ3fj7tps)

# Importy

from turtle import Turtle, Screen

import random

import turtle

# Změna barevného módu

turtle.colormode(255)

# Generování a základní nastavení objektu

tommy = Turtle()

tommy.shape("turtle")

tommy.speed(20)

# Funkce na generování barvy

def random\_color():

r = random.randint(0, 255)

g = random.randint(0, 255)

b = random.randint(0, 255)

color = (r, g, b)

return color

def spirograph(gap):

for number in range(int(360/gap)):

tommy.pencolor(random\_color())

tommy.circle(80)

tommy.left(gap)

spirograph(1)

my\_screen = Screen()

my\_screen.exitonclick()

**29. Python - Tvoříme diagram (procvičování)**

**Video:** [**https://youtu.be/KOGHv27lveI**](https://youtu.be/KOGHv27lveI)

from turtle import Turtle, Screen

colors = ["violet", "yellow", "red", "green", "blue", "pink"]

arrow = Turtle("arrow")

for x in range(100):

arrow.pencolor(colors[x%6])

arrow.forward(x)

arrow.left(60)

screen = Screen()

screen.exitonclick()

**30. Python - Vyplňujeme objekt v Turtle graphics**

**Video:** [**https://youtu.be/UolW7O-akrU**](https://youtu.be/UolW7O-akrU)

from turtle import Turtle, Screen

arrow = Turtle("arrow")

arrow.pencolor("red")

arrow.pen(fillcolor="red")

arrow.begin\_fill()

for \_ in range(4):

arrow.forward(80)

arrow.left(90)

arrow.end\_fill()

screen = Screen()

screen.exitonclick()

**31. Python - Kruh v kruhu pomocí Turtle Graphics**

**Video:** [**https://youtu.be/a8Z80XwfuX4**](https://youtu.be/a8Z80XwfuX4)

from turtle import Turtle, Screen

arrow1 = Turtle("arrow")

arrow2 = Turtle("arrow")

arrow1.color("red")

arrow2.color("green")

arrow1.pensize(2)

arrow2.pensize(2)

arrow1.circle(20)

for i in range(30, 100, 10):

arrow2.circle(i)

screen = Screen()

screen.exitonclick()

**32. Python - Úvodní video ke Snake game**

**Video:** [**https://youtu.be/v\_GzR6VPmmI**](https://youtu.be/v_GzR6VPmmI)

**33. Python - Základní nastavení plátna a co je to tracer a update**

**Video:** [**https://youtu.be/8ot9jCZTXKs**](https://youtu.be/8ot9jCZTXKs)

main.py

from turtle import Turtle, Screen

screen = Screen()

screen.bgcolor("green")

screen.title("Vítejte v Hadí hře")

screen.setup(width=600, height=600)

screen.tracer(False)

screen.exitonclick()

tracer.py

# Testovací soubor

from turtle import Turtle, Screen

import time

screen = Screen()

screen.bgcolor("green")

screen.title("Vítejte v Hadí hře")

screen.setup(width=600, height=600)

screen.tracer(False)

square1 = Turtle("square")

square1.penup()

square1.goto(0, 0)

square2 = Turtle("square")

square2.penup()

square2.goto(-20, 0)

for \_ in range(80):

square1.forward(10)

square2.forward(10)

time.sleep(0.1)

screen.update()

screen.exitonclick()

**34. Python - Tvoříme hadí hlavu a začínáme řešit pohyb**

**Video:** [**https://youtu.be/pNfF-H9qlFw**](https://youtu.be/pNfF-H9qlFw)

main.py

screen.tracer(False)

# Hadí hlava

head = Turtle("square")

head.color("black")

head.speed(0)

head.penup()

head.goto(0, 0)

head.direction = "up"

def move():

if head.direction == "up":

y = head.ycor()

head.sety(y + 20)

while True:

move()

time.sleep(0.1)

screen.update()

screen.exitonclick()

**35. Python - Další směry pohybu hadí hlavy (procvičování)**

**Video:** [**https://youtu.be/rsqjFzSCH08**](https://youtu.be/rsqjFzSCH08)

main.py

def move():

if head.direction == "up":

y = head.ycor()

head.sety(y + 20)

if head.direction == "down":

y = head.ycor()

head.sety(y - 20)

if head.direction == "left":

x = head.xcor()

head.setx(x - 20)

if head.direction == "right":

x = head.xcor()

head.setx(x + 20)

**36. Python - Pohybujeme hlavou hada do všech stran stisknutím kláves (+ procvičování)**

**Video:** [**https://youtu.be/4cnIVzVg9AE**](https://youtu.be/4cnIVzVg9AE)

main.py

def move\_up():

head.direction = "up"

def move\_down():

head.direction = "down"

def move\_left():

head.direction = "left"

def move\_right():

head.direction = "right"

# Kliknutí na klávesy

screen.listen()

screen.onkeypress(move\_up, "w")

screen.onkeypress(move\_down, "s")

screen.onkeypress(move\_left, "a")

screen.onkeypress(move\_right, "d")

events.py

from turtle import Turtle, Screen

screen = Screen()

tommy = Turtle("turtle")

def move\_forward():

tommy.forward(20)

# Stisknutí klávesy

screen.listen()

screen.onkeypress(move\_forward, "w")

screen.exitonclick()

**37. Python - Potrava pro hada, kolize a posun potravy na náhodnou souřadnici**

**Video:** [**https://youtu.be/BIpBUHSgP64**](https://youtu.be/BIpBUHSgP64)

# Hadí hlava a jablko

head = Turtle("square")

head.color("black")

head.speed(0)

head.penup()

head.goto(0, 0)

head.direction = "stop"

apple = Turtle("circle")

apple.color("red")

apple.penup()

apple.goto(100, 100)

from turtle import Turtle, Screen

import time

import random

while True:

screen.update()

if head.distance(apple) < 20:

x = random.randint(-290, 290)

y = random.randint(-290, 290)

apple.goto(x, y)

move()

time.sleep(0.1)

**38. Python - Tvoříme tělo hada (1. část)**

**Video:** [**https://youtu.be/aeDgKeskVSc**](https://youtu.be/aeDgKeskVSc)

apple = Turtle("circle")

apple.color("red")

apple.penup()

apple.goto(100, 100)

body\_parts = []

# Hlavní cyklus

while True:

if head.distance(apple) < 20:

x = random.randint(-290, 290)

y = random.randint(-290, 290)

apple.goto(x, y)

# Přidání části těla

new\_body\_part = Turtle("square")

new\_body\_part.speed(0)

new\_body\_part.color("grey")

new\_body\_part.penup()

body\_parts.append(new\_body\_part)

if len(body\_parts) > 0:

x = head.xcor()

y = head.ycor()

body\_parts[0].goto(x,y)

move()

time.sleep(0.1)

screen.update()

**39. Python - Tvoříme tělo hada (2. část)**

**Video:** [**https://youtu.be/KuBGrOzXxtI**](https://youtu.be/KuBGrOzXxtI)

cycle.py

parts = ["jedna", "dva", "tři", "čtyři", "pět"]

for index in range(len(parts) - 1, 0, -1):

print(parts[index])

main.py

for index in range(len(body\_parts) - 1, 0, -1):

x = body\_parts[index - 1].xcor()

y = body\_parts[index - 1].ycor()

body\_parts[index].goto(x, y)

if len(body\_parts) > 0:

x = head.xcor()

y = head.ycor()

body\_parts[0].goto(x,y)

**40. Python - Kolize s okrajem plátna**

**Video:** [**https://youtu.be/iYmihuW-1Os**](https://youtu.be/iYmihuW-1Os)

# Hlavní cyklus

while True:

screen.update()

# Kontrola kolize s hranou obrazovky

if head.xcor() > 290 or head.xcor() < -290 or head.ycor() > 290 or head.ycor() < - 290:

time.sleep(2)

head.goto(0, 0)

head.direction = "stop"

# Skryjeme části těla

for one\_body\_part in body\_parts:

one\_body\_part.goto(1500, 1500)

# Vyprázdníme list s částmi těla (šedé čtverečky)

body\_parts.clear()

**41. Python - Kolize hlavy s tělem**

**Video:** [**https://youtu.be/4qGA3WFoLwI**](https://youtu.be/4qGA3WFoLwI)

move()

# Hlava narazila do těla

for one\_body\_part in body\_parts:

if one\_body\_part.distance(head) < 20:

time.sleep(2)

head.goto(0, 0)

head.direction = "stop"

# Skryjeme části těla

for one\_body\_part in body\_parts:

one\_body\_part.goto(1500, 1500)

# Vyprázdníme list s částmi těla (šedé čtverečky)

body\_parts.clear()

time.sleep(0.1)

**42. Python - Upravujeme směr pohybu hlavy (+ procvičování)**

**Video:** [**https://youtu.be/s96WVh03QyY**](https://youtu.be/s96WVh03QyY)

def move\_up():

if head.direction != "down":

head.direction = "up"

def move\_down():

if head.direction != "up":

head.direction = "down"

def move\_left():

if head.direction != "right":

head.direction = "left"

def move\_right():

if head.direction != "left":

head.direction = "right"

**43. Python - Přidáváme skóre a nejvyšší dosažené skóre**

**Video:** [**https://youtu.be/PNGAU4sPLPs**](https://youtu.be/PNGAU4sPLPs)

apple = Turtle("circle")

apple.color("red")

apple.penup()

apple.goto(100, 100)

score\_sign = Turtle("square")

score\_sign.speed(0)

score\_sign.color("white")

score\_sign.penup()

score\_sign.hideturtle()

score\_sign.goto(0, 265)

score\_sign.write("Skóre: 0 Nejvyšší skóre: 0", align="center", font=("Arial", 18))

from turtle import Turtle, Screen

import time

import random

# Proměnné

score = 0

highest\_score = 0

# Přidání části těla

new\_body\_part = Turtle("square")

new\_body\_part.speed(0)

new\_body\_part.color("grey")

new\_body\_part.penup()

body\_parts.append(new\_body\_part)

# Zvýšení skóre

# score = score + 10

score += 10

if score > highest\_score:

highest\_score = score

score\_sign.clear()

score\_sign.write(f"Skóre: {score} Nejvyšší skóre: {highest\_score}", align="center", font=("Arial", 18))

Resetování skóre, když dojde ke kolizi s hranou obrazovky

# Skryjeme části těla

for one\_body\_part in body\_parts:

one\_body\_part.goto(1500, 1500)

# Vyprázdníme list s částmi těla (šedé čtverečky)

body\_parts.clear()

# Resetování skóre

score = 0

score\_sign.clear()

score\_sign.write(f"Skóre: {score} Nejvyšší skóre: {highest\_score}", align="center", font=("Arial", 18))

Resetování skóre, když hlava koliduje se svým tělem - POZOR NA ODSAZENÍ!!!

# Skryjeme části těla

for one\_body\_part in body\_parts:

one\_body\_part.goto(1500, 1500)

# Vyprázdníme list s částmi těla (šedé čtverečky)

body\_parts.clear()

# Resetování skóre

score = 0

score\_sign.clear()

score\_sign.write(f"Skóre: {score} Nejvyšší skóre: {highest\_score}", align="center", font=("Arial", 18))

**44. Python - Celý kód na GitHubu**

**Video:** [**https://youtu.be/pqPqh45yQcg**](https://youtu.be/pqPqh45yQcg)

Celý kód Hadí hry najdete na mém GitHubu:

<https://github.com/DavidSetek/snake-game-yt>

**45. Python - OOP - Vše v Pythonu je objekt, classa**

**Video:** [**https://youtu.be/fiVRow0PQ3Y**](https://youtu.be/fiVRow0PQ3Y)

# Objektově orientované programování

print(type(5))

print(type("david"))

print(type(True))

print(type(()))

print(type([]))

# Atributy a metody

class Car:

# code

pass

car1 = Car()

car2 = Car()

car3 = Car()

print(type(car1))

**46. Python - OOP - Atributy a konstruktor**

**Video:** [**https://youtu.be/NAEVr8xnqIY**](https://youtu.be/NAEVr8xnqIY)

# Objektově orientované programování

# Atributy a metody

class WizardPlayer:

# constructor

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

user\_name = input("Jaké bude vaše jméno ve hře? ")

user\_age = int(input("Jaký je váš věk? "))

player1 = WizardPlayer(user\_name , user\_age)

print(player1.name)

print(player1.age)

# player2 = WizardPlayer("Anna", 18)

# print(player2.name)

# print(player2.age)

**47. Python - OOP - metody a jejich propojení s atributy**

**Video:** [**https://youtu.be/LGiV1ZZHTag**](https://youtu.be/LGiV1ZZHTag)

# Objektově orientované programování

# Atributy a metody

class WizardPlayer:

# constructor

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

user\_name = input("Jaké bude vaše jméno ve hře? ")

user\_age = int(input("Jaký je váš věk? "))

player1 = WizardPlayer(user\_name , user\_age)

player1.attack()

player1.attack()

player1.attack()

player1.age\_checker()

**48. Python - OOP - Atribut mimo konstruktor**

**Video:** [**https://youtu.be/626XcAmDa\_4**](https://youtu.be/626XcAmDa_4)

# Objektově orientované programování

# Atributy a metody

class WizardPlayer:

wizard\_club = True

# constructor

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

user\_name = input("Jaké bude vaše jméno ve hře? ")

user\_age = int(input("Jaký je váš věk? "))

player1 = WizardPlayer(user\_name , user\_age)

print(player1.wizard\_club)

**49. Python - OOP - Příkaz help**

**Video:** [**https://youtu.be/dx83BBU-fCY**](https://youtu.be/dx83BBU-fCY)

help(player1)

help(list)

**50. Python - OOP - Defaultní hodnoty u konstruktoru a co konstruktor umí**

**Video:** [**https://youtu.be/Y93V\_iT2Ya8**](https://youtu.be/Y93V_iT2Ya8)

# Objektově orientované programování

# Atributy a metody

class WizardPlayer:

wizard\_club = True

# constructor

def \_\_init\_\_(self, name="anonym", age=0):

if age >= 18:

self.name = name

self.age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

# user\_name = input("Jaké bude vaše jméno ve hře? ")

# user\_age = int(input("Jaký je váš věk? "))

player1 = WizardPlayer("David", 10)

print(player1.age) # vyhodí chybu

**51. Python - OOP - Tvoříme smečku psů (procvičování)**

**Video:** [**https://youtu.be/DYMkqVxlsU0**](https://youtu.be/DYMkqVxlsU0)

Zadání

# Máte zadanou tuto classu

class Dog:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# Vytvořte 3 objekty (instance) podle classy

# dokážete vysvětlit, jaký je vztah mezi classou a objektem?

# Vytvořte funkci, která určí nejstaršího psa z vámi zadaných

# Vypište výslednou větu "Věk nejstaršího psa: X"

Řešení - 1. způsob

# Máte zadanou tuto classu

class Dog:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# Vytvořte 3 objekty (instance) podle classy

# dokážete vysvětlit, jaký je vztah mezi classou a objektem?

dog\_1 = Dog("dogty", 3)

dog\_2 = Dog("mogty", 2)

dog\_3 = Dog("hagty", 5)

# Vytvořte funkci, která určí nejstaršího psa z vámi zadaných

dogs = [dog\_1, dog\_2, dog\_3]

def oldest(all\_dogs):

oldest\_dog\_age = 0

for one\_dog in all\_dogs:

if one\_dog.age > oldest\_dog\_age:

oldest\_dog\_age = one\_dog.age

return oldest\_dog\_age

result = oldest(dogs)

# Vypište výslednou větu "Věk nejstaršího psa: X"

print(f"Věk nejstaršího psa: {result}")

Řešení - 2. způsob

# Máte zadanou tuto classu

class Dog:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# Vytvořte 3 objekty (instance) podle classy

# dokážete vysvětlit, jaký je vztah mezi classou a objektem?

dog\_1 = Dog("dogty", 3)

dog\_2 = Dog("mogty", 2)

dog\_3 = Dog("hagty", 5)

# Vytvořte funkci, která určí nejstaršího psa z vámi zadaných

def oldest(\*args):

return max(args)

result = oldest(dog\_1.age, dog\_2.age, dog\_3.age, 120)

# Vypište výslednou větu "Věk nejstaršího psa: X"

print(f"Věk nejstaršího psa: {result}")

**52. Python - OOP - Statické metody, class metody**

**Video:** [**https://youtu.be/iaFMETldMNA**](https://youtu.be/iaFMETldMNA)

# Objektově orientované programování

# Atributy a metody

class WizardPlayer:

wizard\_club = True

# constructor

def \_\_init\_\_(self, name="anonym", age=0):

self.name = name

self.age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

@staticmethod

def test\_function(n1, n2):

return n1 + n2

@classmethod

def test\_function2(cls, player\_name, n1, n2):

return cls(player\_name, n1 + n2)

# print(WizardPlayer.test\_function(60, 100))

test\_player = WizardPlayer.test\_function2("Ron", 30, 20)

print(test\_player.name)

print(test\_player.age)

test\_player2 = WizardPlayer.test\_function2("Hermiona", 10, 10)

print(test\_player2.name)

print(test\_player2.age)

**53. Python - OOP - Encapsulation neboli zapouzdření (1. pilíř OOP)**

**Video:** [**https://youtu.be/Bs-F9G7\_1QY**](https://youtu.be/Bs-F9G7_1QY)

# Encapsulation = zapouzdření

# Atributy a metody

class WizardPlayer:

def \_\_init\_\_(self, name="anonym", age=0):

self.name = name

self.age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

# print(WizardPlayer.test\_function(60, 100))

player1 = WizardPlayer("david", 25)

**54. Python - OOP - Abstraction neboli abstrakce (2. pilíř OOP)**

**Video:** [**https://youtu.be/mropQqLueuI**](https://youtu.be/mropQqLueuI)

# 4 pilíře OOP

# Encapsulation = zapouzdření

# Abstraction = abstrakce = dáváme přístup pouze k tomu, co je zapotřebí

class WizardPlayer:

def \_\_init\_\_(self, name="anonym", age=0):

self.**\_**name = name

self.**\_**age = age

def attack(self):

print("Útok!")

def age\_checker(self):

if self.age >= 18:

print("Můžete hrát")

else:

print("Nemůžete hrát. Váš věk je příliš nízký.")

# print(WizardPlayer.test\_function(60, 100))

player1 = WizardPlayer("david", 25)

player1.\_name = "martin"

# player1.attack = "ahoj"

# print(player1.attack)

**55. Python - OOP - Inheritance neboli dědění (3. pilíř OOP)**

**Video:** [**https://youtu.be/HSKMOsZ4j2Q**](https://youtu.be/HSKMOsZ4j2Q)

# 4 pilíře OOP

# Encapsulation = zapouzdření

# Abstraction = abstrakce = dáváme přístup pouze k tomu, co je zapotřebí

# Inheritance = dědění

class WizardPlayer:

def \_\_init\_\_(self, name="anonym", age=0):

self.name = name

self.age = age

def attack(self):

return "Útok!"

class HeadWizard(WizardPlayer):

def avada\_kedavra(self):

return "Avada Kedavra"

player1 = WizardPlayer("david", 25)

print(player1.name)

print(player1.age)

print(player1.attack())

print("--------------------")

player2 = HeadWizard("jana", 18)

print(player2.name)

print(player2.age)

print(player2.attack())

print(player2.avada\_kedavra())

**56. Python - OOP - Inheritance a isinstance()**

**Video:** [**https://youtu.be/IuvI6KYs1DY**](https://youtu.be/IuvI6KYs1DY)

Jakmile budeme mít více class a různé classy budou dědit od různých class, tak v tom může vzniknout docela nepořádek. V tu chvíli nám přijde vhod, když budeme chtít zjistit, jestli je nějaký objekt instance nějaké classy - jinak řečeno - jestli byl objekt vytvořen podle této classy nebo ne. Proto použijeme **isinstance()**

**isinstance()** vrací **True** (pokud objekt je vytvořen podle classy) nebo vrací **False** (pokud objekt není vytvořen podle classy)

player2 = HeadWizard("jana", 18)

print(player2.name)

print(player2.age)

print(player2.attack())

print(player2.avada\_kedavra())

print("--------------------")

print(isinstance(player1, WizardPlayer)) # true

print(isinstance(player1, HeadWizard)) # false

print(isinstance(player2, WizardPlayer)) # true

print(isinstance(player2, HeadWizard)) # true

**57. Python - OOP - Polymorphism neboli mnoho forem (4. pilíř OOP)**

**Video:** [**https://youtu.be/ZnaLnsK7dBM**](https://youtu.be/ZnaLnsK7dBM)

# 4 pilíře OOP

# Encapsulation = zapouzdření

# Abstraction = abstrakce = dáváme přístup pouze k tomu, co je zapotřebí

# Inheritance = dědění

# Polymorphism = mnoho forem

class WizardPlayer:

def \_\_init\_\_(self, name="anonym", age=0):

self.name = name

self.age = age

def attack(self):

return "Útok 1. stupně!"

class HeadWizard(WizardPlayer):

def attack(self):

return "Útok 2. stupně!"

def avada\_kedavra(self):

return "Avada Kedavra"

player1 = WizardPlayer("david", 25)

print(player1.attack())

print("--------------------")

player2 = HeadWizard("jana", 18)

print(player2.attack())

# print("--------------------")

# print(isinstance(player1, WizardPlayer)) # true

# print(isinstance(player1, HeadWizard)) # false

# print(isinstance(player2, WizardPlayer)) # true

# print(isinstance(player2, HeadWizard)) # true

**58. Python - OOP - Jak se používá super() v OOP**

**Video:** [**https://youtu.be/E2I1NFjqkcY**](https://youtu.be/E2I1NFjqkcY)

# 4 pilíře OOP

# Encapsulation = zapouzdření

# Abstraction = abstrakce = dáváme přístup pouze k tomu, co je zapotřebí

# Inheritance = dědění

# Polymorphism = mnoho forem

class WizardPlayer:

def \_\_init\_\_(self, name="anonym", age=0):

self.name = name

self.age = age

def attack(self):

return "Útok 1. stupně!"

class HeadWizard(WizardPlayer):

def \_\_init\_\_(self, type, name, age):

super().\_\_init\_\_(name, age)

self.type = type

def attack(self):

return "Útok 2. stupně!"

def avada\_kedavra(self):

return "Avada Kedavra"

# player1 = WizardPlayer("david", 25)

# print(player1.attack())

# print("--------------------")

player2 = HeadWizard("good", "david", 35)

print(player2.type)

print(player2.name)

print(player2.age)

# print("--------------------")

# print(isinstance(player1, WizardPlayer)) # true

# print(isinstance(player1, HeadWizard)) # false

# print(isinstance(player2, WizardPlayer)) # true

# print(isinstance(player2, HeadWizard)) # true

**59. Python - OOP - Introspekce v OOP**

**Video:** [**https://youtu.be/IRukOZr2bS0**](https://youtu.be/IRukOZr2bS0)

Může vás napadnout, co všechno player2 na sobě má - jaké atributy a jaké metody. To zjistíme, když si vyprintujeme funkci dir. Zápis bude vypadat takto.

# introspection

print(dir(player2))

Do terminálu nám to vypíše seznam atributů a metod, ke kterým má player2 přístup - např. age, name, type, \_\_init\_\_ atd.

**60. Python - OOP - Dunder methods v OOP**

**Video:** [**https://youtu.be/XGfgNWsWr3c**](https://youtu.be/XGfgNWsWr3c)

My jsme se s dunder methodami již setkali. Např. metoda init u konstruktoru (\_\_init\_\_) je dunder metoda. Těchto metod je ale více. Pojďme se podívat, jak fungují a k čemu slouží.

# Dunder Methods

print(dir(player2))

print("--------------------")

print(player2.\_\_dir\_\_())

print(len([5, 8, 9]))

print("--------------------")

print([5, 8, 9].\_\_len\_\_())

print(str(player2))

print("--------------------")

print(player2.\_\_str\_\_())

**61. Python - OOP - Method resolution order neboli MRO metoda**

**Video:** [**https://youtu.be/AIv-77wK1RQ**](https://youtu.be/AIv-77wK1RQ)

Co když jste v situaci, kdy před sebou máte složitý kód a vidíte, že něco dědí od něčeho jiného a něco dalšího dědí od dalších několika class atd. Tak se může hodit, pokud si vyjedete, od čeho konkrétní classa dědí - vyjedete si seznam.

Pozor - nejde jen o seznam, ale také o posloupnost toho, kde se daná metoda nebo atribut hledá.

K tomu všemu nám slouží mro - method resolution order

# Method resolution order = MRO

print(HeadWizard.mro())

print(HeadWizard.\_\_mro\_\_)

print(WizardPlayer.mro())

print(WizardPlayer.\_\_mro\_\_)

**62. Python pro pokročilé - Zpět k základům - Proč teď?**

**Video:** [**https://youtu.be/yYPkvsD\_QCg**](https://youtu.be/yYPkvsD_QCg)

**63. Python pro pokročilé - Zpět k základům - Co potřebujete k ovládnutí programovacího jazyka**

**Video:** [**https://youtu.be/R2t5\_23oQeU**](https://youtu.be/R2t5_23oQeU)

**64. Python pro pokročilé - Zpět k základům - Přehled datových typů**

**Video:** [**https://youtu.be/-jvKX-RiCfM**](https://youtu.be/-jvKX-RiCfM)

# Základní datové typy

str

int

float

bool

list

tuple

dict

set

# Classes -> custom type

WizardPlayer

# Special data types -> extra typy dat např. z modulů

Modules

# None -> nothing (absence hodnoty)

None

age = None

print(age)

**65. Python pro pokročilé - Zpět k základům - Matematické funkce**

**Video:** [**https://youtu.be/H60H6p9vAw4**](https://youtu.be/H60H6p9vAw4)

Seznam funkcí modulu math:

<https://www.programiz.com/python-programming/modules/math>

# Matematické funkce

# Import modulu math

import math

# Nepotřebujeme modul math

print(round(5.3))

print(round(5.9))

print(abs(-5))

# Potřebujeme modul math

print(math.sqrt(16))

**66. Python pro pokročilé - Zpět k základům - Binární čísla**

**Video:** [**https://youtu.be/I4qqO2CZ0ok**](https://youtu.be/I4qqO2CZ0ok)

# Binární čísla

bin1 = bin(5) #0b101

bin2 = bin(10) #0b1010

# Binární číslo zpět na celé číslo

print(int("0b101", 2))

**67. Python pro pokročilé - Zpět k základům - Proměnné a co dělat a nedělat**

**Video:** [**https://youtu.be/eWAgkdLWinw**](https://youtu.be/eWAgkdLWinw)

# Proměnné

# Běžné proměnné

height = 186

age = 40

# Konstanty

PI = 3.14

# Více proměnných

a, b, c = 1, 2, 3

print(a)

print(b)

print(c)

# prohození hodnot v proměnných

x = 8

y = 2

print(x, y)

# z = x

# x = y

# y = z

x, y = y, x

print(x, y)

# nikdy netvořit proměnnou s dvěma podtržítky na začátku!!

**68. Python pro pokročilé - Zpět k základům - Expression a statement**

**Video:** [**https://youtu.be/lBvmqQkqjLs**](https://youtu.be/lBvmqQkqjLs)

# Expression a statement

x = 5

x / 2 # expression

y = 10 # statement

user\_age = x / 2 # statement

**69. Python pro pokročilé - Zpět k základům - Další způsob výpisu stringu**

**Video:** [**https://youtu.be/rlG6rHeZiFc**](https://youtu.be/rlG6rHeZiFc)

# String

print("Ahoj")

long\_string = '''

jklfdsa

fkdlsa

jfkdlsa

kfjldsůa

jkfldsa

'''

print(long\_string)

**70. Python pro pokročilé - Zpět k základům - Escapování**

**Video:** [**https://youtu.be/FfF6FXGz6Hk**](https://youtu.be/FfF6FXGz6Hk)

# Escape sequence

info = 'it\'s mine'

enter = "text \n další text"

tabulator = "text \t další text"

**71. Python pro pokročilé - Zpět k základům - Formátovaný string s format()**

**Video:** [**https://youtu.be/Mnlq92\_zrUU**](https://youtu.be/Mnlq92_zrUU)

# Formátovaný string

name = "David"

age = 55

print("Ahoj, já jsem " + name + ". A je mi " + str(age))

print(f"Ahoj, já jsem {name}. A je mi {age}")

print("Ahoj, já jsem {}. A je mi {}".format("David", 55))

# print("Ahoj, já jsem {}. A je mi {}".format(55, "David"))

print("Ahoj, já jsem {}. A je mi {}".format(name, age))

print("Ahoj, já jsem {0}. A je mi {1}".format(name, age))

print("Ahoj, já jsem {my\_name}. A je mi {my\_age}".format(my\_name = "Harry", my\_age = 22))

print("Ahoj, já jsem {my\_name}. A je mi {my\_age}".format(my\_age = 22, my\_name = "Harry"))

**72. Python pro pokročilé - Zpět k základům - Práce se stringem pomocí indexů**

**Video:** [**https://youtu.be/BsRP1yvYV40**](https://youtu.be/BsRP1yvYV40)

# Práce se stringem

name = "testovaci"

#012345678

print(name[0]) # t

print(name[2]) # s

# [start:stop]

print(name[0:4]) # test

print(name[2:5]) # sto

#[start:stop:krok]

print(name[0:7:2]) # tsoa

print(name[0:7:3]) # tta

# kombinace

print(name[1:]) # estovaci

print(name[:6]) # testov

print(name[::1]) # testovaci

print(name[-1]) # i

print(name[-2]) # c

print(name[-3]) # a

print(name[::-1]) # icavotset

print(name[::-2]) # iaost

**73. Python pro pokročilé - Zpět k základům - Immutability neboli neměnnost**

**Video:** [**https://youtu.be/nrayPm5A3Kw**](https://youtu.be/nrayPm5A3Kw)

# Immutability = neměnnost

my\_name = "david"

my\_name[0] = "m" # vyhodí chybu

my\_name = "harry"

print(my\_name)

**74. Python pro pokročilé - Zpět k základům - Rozdíl mezi funkcí a metodou**

**Video:** [**https://youtu.be/Rl0eNn2nhxE**](https://youtu.be/Rl0eNn2nhxE)

# Metody a funkce

# Funkce

my\_name = "David"

print(len(my\_name))

print(abs(-9))

# Metody

print(my\_name.upper())

print(my\_name.lower())

**75. Python pro pokročilé - Zpět k základům - Jak na vyhvězdičkování hesla**

**Video:** [**https://youtu.be/f-MLIas2O3U**](https://youtu.be/f-MLIas2O3U)

user\_name = input("Zadejte své uživatelské jméno: ")

password = input("Zadejte své heslo: ")

print(f"{user\_name}, vaše heslo je {'\*' \* len(password)} a délka vašeho hesla je {len(password)}")

**76. Python pro pokročilé - Zpět k základům - Slicing a list**

**Video:** [**https://youtu.be/-vCguHRaWLk**](https://youtu.be/-vCguHRaWLk)

# Slicing

my\_name = "testovaci"

# print(my\_name[:5:2])

# my\_name[0] = "m"

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu",

"vyměnit žárovku",

"dojít nakoupit"

]

# print(to\_do[::1])

# list je mutable

# to\_do[0] = "nový úkol"

# print(to\_do)

# pozor

# to\_do2 = to\_do

# to\_do2[0] = "super nový úkol"

# print(to\_do)

# print(to\_do2)

# zkopírování listu do nového

# to\_do3 = to\_do[:]

# to\_do3[0] = "něco udělej"

# print(to\_do)

# print(to\_do3)

**77. Python pro pokročilé - Zpět k základům - Matice a strojové učení**

**Video:** [**https://youtu.be/VnYPFE9xE34**](https://youtu.be/VnYPFE9xE34)

# Matrix - 2 dimezionální list

matrix = [

[1, 2, 3],

[4, 5, 6],

[7, 8, 9]

]

print(matrix[0][1]) # 2

# 4, 8, 9

print(matrix[1][0]) # 4

print(matrix[2][1]) # 8

print(matrix[2][2]) # 9

matrix2 = [

[1, 0, 0],

[1, 0, 0],

[1, 1, 1]

]

**78. Python pro pokročilé - Zpět k základům - Metody listu (append, insert, extend, clear, pop. remove)**

**Video:** [**https://youtu.be/DlpUG3TMt9A**](https://youtu.be/DlpUG3TMt9A)

Seznam metod u listu:

<https://www.w3schools.com/python/python_ref_list.asp>

# Metody a list

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu",

"vyvenčit psa"

]

# append přidává položku na konec listu

to\_do.append("vyměnit žárovku")

to\_do.append("koupit nový telefon")

# vkládá položku na konkrétní index (nic nemaže)

to\_do.insert(1, "utřít prach")

# rozšiřuje list o větší množství položek pomocí listu

to\_do.extend(["vyčistit odpad", "umýt okna"])

# promaže všechny položky v listu

to\_do.clear()

# vymaže poslední položku v listu nebo vymaže položku na zadaném indexu

to\_do.pop()

to\_do.pop(1)

# odstraní první výskyt položky, kterou zadáme

to\_do.remove("vyvenčit psa")

print(to\_do)

**79. Python pro pokročilé - Zpět k základům - Metody listu (index, použití in, count)**

**Video:** [**https://youtu.be/EC7UH2RA0Q4**](https://youtu.be/EC7UH2RA0Q4)

Seznam metod u listu:

<https://www.w3schools.com/python/python_ref_list.asp>

# Metody a list

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu"

]

print(to\_do.index("udělat svačinu")) # 2

print("vyvenčit psa" in to\_do) # True

print("a" in "ahoj") # True

print(to\_do.count("udělat svačinu")) # 1

**80. Python pro pokročilé - Zpět k základům - Metoda copy a reverse, metody tzv. in place**

**Video:** [**https://youtu.be/UbugTqtIpM8**](https://youtu.be/UbugTqtIpM8)

Seznam metod u listu:

<https://www.w3schools.com/python/python_ref_list.asp>

# Metody a list

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu",

"absolvovat lékařskou prohlídku"

]

# In place

to\_do2 = to\_do.sort() # None, protože sort nevrací hodnotu

# Obě dvě proměnné směřují v paměti na stejný list

to\_do2 = to\_do

# tato změna se promítne v to\_do i v to\_do2

to\_do2[0] = "nový úkol"

# Takto se zkopíruje to\_do do to\_do3 a jsou zcela oddělené

to\_do3 = to\_do.copy()

# Tato změna se promítne jen v to\_do3

to\_do3[0] = "NOVÝ ÚKOL"

# Obrácený výpis položek

to\_do.reverse()

print(to\_do)

**81. Python pro pokročilé - Zpět k základům - Metoda join**

**Video:** [**https://youtu.be/12Cr50INaP4**](https://youtu.be/12Cr50INaP4)

# Metody a list

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu",

"absolvovat lékařskou prohlídku"

]

to\_do.sort()

# # ['absolvovat lékařskou prohlídku', 'nakrmit kočku', 'udělat svačinu', 'vyvenčit psa']

to\_do.reverse()

# # ['vyvenčit psa', 'udělat svačinu', 'nakrmit kočku', 'absolvovat lékařskou prohlídku']

print(to\_do[::-1])

# # ['absolvovat lékařskou prohlídku', 'nakrmit kočku', 'udělat svačinu', 'vyvenčit psa']

print(list(range(100)))

pozdrav = " ".join(["ahoj", "já", "jsem", "David"])

print(pozdrav)

**82. Python pro pokročilé - Zpět k základům - List unpacking**

**Video:** [**https://youtu.be/IB-lO3TJlJA**](https://youtu.be/IB-lO3TJlJA)

Základní list pro zkopírování

to\_do = [

"nakrmit kočku",

"vyvenčit psa",

"udělat svačinu",

"absolvovat lékařskou prohlídku",

"utřít prach",

"vymalovat pokoj",

"koupit nový telefon"

]

List Unpacking

a, b, c, d, e, f, g = to\_do

print(a)

print(b)

print(c)

print(d)

print(e)

print(f)

print(g)

a, \*rest, g = to\_do

print(a)

print(rest)

print(g)

print(to\_do)

**83. Python pro pokročilé - Zpět k základům - Metody a dictionary**

**Video:** [**https://youtu.be/\_sMrRrsRlYw**](https://youtu.be/_sMrRrsRlYw)

Seznam metod pro dictionary:

<https://www.w3schools.com/python/python_ref_dictionary.asp>

# Dictionary

book = {

"title": "Harry Potter a kámen mudrců",

"author": "J. K. Rowling",

"year": 1997

}

# print(book["title"])

# print(book["author"])

# print(book["year"])

# print("year" in book.keys())

# print(1997 in book.values())

# print(1997 in book.values())

# print(book.items())

# book.clear()

# print(book)

# book.pop("author")

# print(book)

# book.popitem()

# book.popitem()

# print(book)

# book.update({"year": 1998})

# print(book)

# book.update({"pages": 288})

# print(book)

**84. Python pro pokročilé - Zpět k základům - Tuples**

**Video:** [**https://youtu.be/0xZ-cPzmcyc**](https://youtu.be/0xZ-cPzmcyc)

# Tuple

first\_tuple = ("z", 1, 2, 3, 4, 5)

# first\_tuple[0] = "a"

print(first\_tuple[0])

print(3 in first\_tuple)

colors = {

(1, 2): (255, 0, 0),

"green": (0, 255, 0),

"blue": (0, 0, 255)

}

print(colors[(1, 2)])

**85. Python pro pokročilé - Zpět k základům - Pygame a tuple (ukázka)**

**Video:** [**https://youtu.be/PefGkpuI3q0**](https://youtu.be/PefGkpuI3q0)

**86. Python pro pokročilé - Zpět k základům - Tuple, slicing a metody**

**Video:** [**https://youtu.be/5JxhYySYZro**](https://youtu.be/5JxhYySYZro)

Metody pro tuple:

<https://www.w3schools.com/python/python_ref_tuple.asp>

# new\_tuple = first\_tuple[0:2]

# new\_tuple = first\_tuple[::2]

# print(new\_tuple)

# x = first\_tuple[0]

# y = first\_tuple[1]

# x, y = first\_tuple[0], first\_tuple[1]

# print(x)

# print(y)

# x, y, z, \*other = ("a", "b", "c", "d", "e", "f")

# print(x)

# print(y)

# print(z)

# print(other)

# Tuple

first\_tuple = ("a", "b", "c", "d", "c", "c")

# Metody

print(first\_tuple.count("c")) # 3

print(first\_tuple.index("b")) # 1

**87. Python pro pokročilé - Zpět k základům - datový typ set (unikátní neseřazené hodnoty)**

**Video:** [**https://youtu.be/iZ\_PzGsn3x8**](https://youtu.be/iZ_PzGsn3x8)

# str

# int, float

# bool

# list

# dict

# tuple

# set

# Set - unikátní neseřazené hodnoty

first\_set = {1, 2, 2, 2, 3, 8, 5, 5, 5}

# print(first\_set)

# first\_set.add(100)

# print(first\_set)

# first\_set.remove(2)

# print(first\_set)

my\_name = "davidsetek"

my\_set = set(my\_name)

# print(my\_set)

my\_list = ["david", "jana", "petr", "david"]

result = set(my\_list)

print(result)

**88. Python pro pokročilé - Zpět k základům - Set a co s ním dělat a nedělat**

**Video:** [**https://youtu.be/yFqEbu9QeGs**](https://youtu.be/yFqEbu9QeGs)

first\_set = {1, 2, 2, 2, 3, 8, 5, 5, 5}

# print(first\_set) # {1, 2, 3, 5, 8}

# print(first\_set[0])

# Vypsání pomocí cyklu

for x in first\_set:

print(x)

print(3 in first\_set) # True

print(len(first\_set)) # 5

old\_set = first\_set.copy() # kopírování setu

first\_set.add(100)

print(first\_set)

print(old\_set)

**89. Python pro pokročilé - Zpět k základům - Set a jeho metody**

**Video:** [**https://youtu.be/d6ZnFENVxN8**](https://youtu.be/d6ZnFENVxN8)

<https://www.w3schools.com/python/python_ref_set.asp>

first\_set = {1, 2, 3}

second\_set = {2, 3, 4, 5, 6, 7, 8}

# Rozdíl = difference

print(first\_set.difference(second\_set))

# Odstranění = remove a discard

# first\_set.remove(9)

first\_set.discard(9)

print(first\_set)

# Rozdíl, ale změní first\_set

first\_set.difference\_update(second\_set)

print(first\_set)